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## Student Name: UID: 21BCS

**Branch: CSE Section/Group:**

## Semester: 5th Date of Performance: 22/8/23 Subject Name: Design and analysis of algorithm

**Subject Code: 21CSH311**

1. **Aim:** Code to perform operation on singly and doubly Linked list
2. **Objective:** To perform insertion and deletion on singly and doubly Linked list

.

# Algorithm:

**Singly Linked List:**

**Insertion at the Beginning:**

1. Create a new node with the given value.
2. Set the new node's next pointer to the current head.
3. Update the head pointer to point to the new node.

**Insertion at the End:**

1. Create a new node with the given value.
2. If the list is empty, set the head pointer to the new node.
3. Otherwise, traverse the list until you reach the last node.
4. Set the last node's next pointer to the new node.

**Deletion at the Beginning:**

1. If the list is empty, return.
2. Store the head node in a temporary variable.
3. Update the head pointer to point to the next node.
4. Delete the temporary variable (old head).

**Deletion at the End:**

1. If the list is empty, return.
2. If there's only one node, delete the node and set the head pointer to null.
3. Traverse the list until you reach the second-to-last node.
4. Set the second-to-last node's next pointer to null.
5. Delete the last node.

**Doubly Linked List Algorithms:**

**Insertion at the Beginning:**

1. Create a new node with the given value.
2. If the list is empty, set both head and tail pointers to the new node.
3. Otherwise, update the new node's next pointer to the current head.
4. Update the current head's prev pointer to the new node.
5. Update the head pointer to point to the new node.

**Insertion at the End:**

1. Create a new node with the given value.
2. If the list is empty, set both head and tail pointers to the new node.
3. Otherwise, set the new node's prev pointer to the current tail.
4. Update the current tail's next pointer to the new node.
5. Update the tail pointer to point to the new node.

**Deletion at the Beginning:**

1. If the list is empty, return.
2. Store the head node in a temporary variable.
3. Update the head pointer to point to the next node.
4. If there's a next node, update its prev pointer to null.
5. Delete the temporary variable (old head).

**Deletion at the End:**

1. If the list is empty, return.
2. If there's only one node, delete the node and set both head and tail pointers to null.
3. Store the tail node in a temporary variable.
4. Update the tail pointer to point to the second-to-last node.
5. If there's a new tail node, update its next pointer to null.
6. Delete the temporary variable (old tail).

# Code and output: A.

//singly

#include <iostream> class Node {

public:

int value; Node\* next; Node(int val) {

value = val; next = nullptr;

}

};

Node\* insertAtBeginning(Node\* head, int value) { Node\* newNode = new Node(value);

newNode->next = head; head = newNode; return head;

}

Node\* insertAtEnd(Node\* head, int value) { Node\* newNode = new Node(value);

if (!head) {

head = newNode;

} else {

Node\* current = head; while (current->next) {

current = current->next;

}

current->next = newNode;

}

return head;

}

Node\* deleteAtBeginning(Node\* head) { if (!head) {

return nullptr;

}

Node\* newHead = head->next; delete head;

return newHead;

}

Node\* deleteAtEnd(Node\* head) { if (!head) {

return nullptr;

}

if (!head->next) { delete head;

return nullptr;

}

Node\* current = head;

while (current->next->next) { current = current->next;

}

delete current->next; current->next = nullptr; return head;

}

void printLinkedList(Node\* head) { Node\* current = head;

while (current) {

std::cout << current->value << " "; current = current->next;

}

std::cout << std::endl;

}

int main() {

Node\* head = nullptr;

head = insertAtBeginning(head, 10); head = insertAtBeginning(head, 5); head = insertAtEnd(head, 20); printLinkedList(head);

head = deleteAtBeginning(head); head = deleteAtEnd(head); printLinkedList(head);

while (head) {

Node\* temp = head; head = head->next; delete temp;

}

return 0;

}

## B.

//doubly

#include <iostream>

class Node { public:

int value; Node\* prev; Node\* next;

Node(int val) { value = val; prev = nullptr; next = nullptr;

}

};

Node\* insertAtBeginning(Node\* head, int value) { Node\* newNode = new Node(value);

if (!head) {

head = newNode;

} else {

newNode->next = head; head->prev = newNode; head = newNode;

}

return head;

}

Node\* insertAtEnd(Node\* head, int value) { Node\* newNode = new Node(value);

if (!head) {

head = newNode;

} else {

Node\* current = head;

while (current->next) { current = current->next;

}

current->next = newNode; newNode->prev = current;

}

return head;

}

Node\* deleteAtBeginning(Node\* head) { if (!head) {

return nullptr;

}

Node\* newHead = head->next; if (newHead) {

newHead->prev = nullptr;

}

delete head; return newHead;

}

Node\* deleteAtEnd(Node\* head) { if (!head) {

return nullptr;

}

if (!head->next) { delete head; return nullptr;

}

Node\* current = head; while (current->next) {

current = current->next;

}

if (current->prev) {

current->prev->next = nullptr;

}

delete current;

return head;

}

void printLinkedListForward(Node\* head) { Node\* current = head;

while (current) {

std::cout << current->value << " "; current = current->next;

}

std::cout << std::endl;

}

void printLinkedListBackward(Node\* tail) { Node\* current = tail;

while (current) {

std::cout << current->value << " "; current = current->prev;

}

std::cout << std::endl;

}

int main() {

Node\* head = nullptr;

head = insertAtBeginning(head, 10); head = insertAtBeginning(head, 5); head = insertAtEnd(head, 20); printLinkedListForward(head); Node\* tail = head;

while (tail->next) { tail = tail->next;

}

printLinkedListBackward(tail); head = deleteAtBeginning(head); head = deleteAtEnd(head); printLinkedListForward(head); while (head) {

Node\* temp = head;

head = head->next; delete temp;

}

return 0;

}

Singly Linkedlist:-

![](data:image/png;base64,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)

Doubly Linkedlist:-
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# Complexity: O(logn)